Using Lisp for Functional Programming
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  A kind of recursion called *tail recursion* is quite often used in functional programming—see, e.g., secs. 8.11 and 8.16 of Touretzky. If the compiler or interpreter performs *tail recursion optimization*, tail recursion is executed very efficiently and there's no limit on the depth of tail recursion. But Java compilers **don't**: Tail recursion in Java is no more efficient than other recursion, and stack overflow occurs when the depth of recursion is too great.
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- “Lisp” is an acronym for LISt Processor: Lisp's fundamental data structure is the list \((e_1 \ e_2 \ldots \ e_n)\). Here *any of the e's may also be a list*; arbitrarily complex data structures can be implemented as lists.
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**Scheme**  This Lisp dialect is used in the course reader.  

*Important*: Exam questions may require you to *read* simple Scheme code, but won't expect you to write Scheme code. Solutions to Lisp Assignments 3 – 5 will be provided in Scheme.

**Racket**  A dialect of Scheme developed from the mid-90s onwards; it was called PLT Scheme until 2010.

**Clojure**  A relatively(!) new Lisp dialect (its 1st version was released in 2007) that compiles to Java bytecodes and can use Java classes.

Some other languages that offer excellent or at least good support for functional programming are: Haskell, SML, F#, OCaml, Scala, Erlang, Javascript, and Kotlin.
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• While logged in to euclid or venus, enter cl at the shell prompt to start the CLISP interpreter.

• CLISP's prompt is [n] (e.g., [1]>, [2]>, [3]>, ...), where n is a count of the number of prompts that have been displayed so far.

• At any prompt, you can exit from CLISP by typing Cd or by entering (exit) [including the parentheses!].

• At any prompt, you can enter a Lisp expression to be evaluated. Lisp will read in your expression, evaluate it, and then print the expression's value.

• Lisp expressions are written in a special notation:

```java
Java: 3 + 4                     Lisp: (+ 3 4)
Java: 3 + 4 - 2                 Lisp: (- (+ 3 4) 2)
Java: java.lang.Math.sqrt(3*4)  Lisp: (sqrt (* 3 4))
```
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In this book we will work mostly with integers, which are whole numbers. Common Lisp provides many other kinds of numbers. One kind you should know about is floating point numbers. A floating point number is always written with a decimal point; for example, the number five would be written 5.0. The SQRT function generally returns a floating point number as its result, even when its input is an integer.

**Note:** In Clisp, SQRT returns an integer if its argument is a perfect square.

Ratios are yet another kind of number. On a pocket calculator, one-half must be written in floating point notation, as 0.5, but in Common Lisp we can also write one-half as the ratio 1/2. Common Lisp automatically simplifies ratios to use the smallest possible denominator; for example, the ratios 4/6, 6/9, and 10/15 would all be simplified to 2/3.
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Getting Started with the CLISP Common Lisp Interpreter

- At any prompt, you can enter a Lisp expression to be evaluated. Lisp will *read* in your expression, *evaluate* it, and then *print* the expression's value.

- Lisp expressions are written in a special notation:
  - Java: `3 - 4.1`  
    - Lisp: `(- 3 4.1)`
  - Java: `3 - 4.1 + 2`  
    - Lisp: `(+ (- 3 4.1) 2)`
  - Java: `Math.sqrt(3*4.1)`  
    - Lisp: `(sqrt (* 3 4.1))`

- If an integer that is a perfect square (e.g., 9) is passed as argument to CLISP's `sqrt`, its *integer* square root is returned; in some other implementations of Common Lisp, a floating point result is returned.

- If evaluation of an expression produces an error, then CLISP prints an error message followed by a *Break ... >* prompt: You can enter :q at a *Break ... >* prompt to get back to the regular `[n]>` prompt!

**Example:** The function `sqrt` expects just one argument, so evaluation of `(sqrt 4 5)` produces a *Break ... >*. 
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- **SETF** can be used to assign a value to a variable: The value of the Lisp expression `(setf x expr)` is the value of `expr`--e.g., the value of `(+ (setf x 3) 5)` is 8--but evaluation of `(setf x expr)` has the side-effect of assigning `expr`'s value to the variable `x`.

- **IMPORTANT**: SETF is **not** used in pure functional programming, so the Lisp functions you write when doing programming assignments or answering exam questions must **not** use SETF!
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- **SETF** can be used to assign a value to a variable: The value of the Lisp expression `(setq x expr)` is the value of `expr`--e.g., the value of `(+ (setq x 3) 5)` is 8--but evaluation of `(setq x expr)` has the side-effect of assigning `expr`'s value to the variable `x`.

- **IMPORTANT**: SETF is **not** used in pure functional programming, so the Lisp functions you write when doing programming assignments or answering exam questions must **not** use SETF!

- You may use SETF when **testing** your functions:
Assigning Values to Global Variables

• **SETF** can be used to assign a value to a variable: The value of the Lisp expression \( \text{(setf } x \ expr) \) is the value of \( expr \)--e.g., the value of \( (+ \ (\text{setf } x \ 3) \ 5) \) is 8--but evaluation of \( (\text{setf } x \ expr) \) has the side-effect of assigning \( expr \)'s value to the variable \( x \).

• **IMPORTANT**: **SETF** is **not** used in pure functional programming, so the Lisp functions you write when doing programming assignments or answering exam questions must **not** use **SETF**!

• You may use **SETF** when **testing** your functions:
  For example, if you plan to use \( 2^{31} - 1 \) as a test argument value several times, then you can use **SETF** to store \( 2^{31} - 1 \) in a variable that will be used as the actual argument each time.
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• Unlike C++ and Java, Common Lisp has a built-in data type called ratio that represents (positive and negative, proper and improper) fractions exactly, with no rounding error. Examples:
  
  \[ \frac{6}{8} \text{ represents the positive proper fraction } \frac{6}{8} = \frac{3}{4}. \]
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- Unlike C++ and Java, Common Lisp has a built-in data type called **ratio** that represents fractions **exactly**, with no rounding error.

- **Ratios are always printed in lowest terms** (but they need not be written in lowest terms): You can write 6/8, but this ratio would be printed as 3/4.

- If m and n are integers, n is not 0, and n does not divide m, then the value of (/ m n) is a ratio. For example, the value of (/ 12 9) is 12/9 = 4/3.

- There is no space before or after the / in a ratio: 5/7 **cannot** be written as 5 /7 or 5/ 7.

- In Common Lisp, a number is said to be **rational** if it is either an integer or a ratio.

- The functions +, -, *, and / accept rational and floating point argument values: If each argument value is rational, the returned result will also be rational; otherwise, the result will be a floating point number.